# C# Type Conversion

The process of converting the value of one type (int, float, double, etc.) to another type is known as type conversion.

In C#, there are two basic types of type conversion:

1. **Implicit Type Conversions**
2. **Explicit Type Conversions**

## 1. Implicit Type Conversion in C#

In implicit type conversion, the C# compiler automatically converts one type to another.

Generally, smaller types like int (having less memory size) are automatically converted to larger types like double (having larger memory size).

### Example: Implicit Type Conversion

using System;

namespace MyApplication {

class Program {

static void Main(string[] args) {

int numInt = 500;

// get type of numInt

Type n = numInt.GetType();

// Implicit Conversion

double numDouble = numInt;

// get type of numDouble

Type n1 = numDouble.GetType();

// Value before conversion

Console.WriteLine("numInt value: "+numInt);

Console.WriteLine("numInt Type: " + n);

// Value after conversion

Console.WriteLine("numDouble value: "+numDouble);

Console.WriteLine("numDouble Type: " + n1);

Console.ReadLine();

}

}

}

**Output**

numInt value: 500

numInt Type: System.Int32

numDouble value: 500

numDouble Type: System.Double

In the above example, we have created an int type variable named numInt.

Notice the line,

// Implicit Conversion

double numDouble = numInt;

Here, we are assigning the int type variable to a double type variable. In this case, the C# compiler automatically converts the int type value to double.

Notice that we have used the GetType() method to check the type of numInt and numDouble variables.

**Note**: In implicit type conversion, smaller types are converted to larger types. Hence, there is no loss of data during the conversion.

## 2. C# Explicit Type Conversion

In explicit type conversion, we explicitly convert one type to another.

Generally, larger types like double (having large memory size) are converted to smaller types like int (having small memory size).

### Example: Explicit Type Conversion

using System;

namespace MyApplication {

class Program {

static void Main(string[] args) {

double numDouble = 1.23;

// Explicit casting

int numInt = (int) numDouble;

// Value before conversion

Console.WriteLine("Original double Value: "+numDouble);

// Value before conversion

Console.WriteLine("Converted int Value: "+numInt);

Console.ReadLine();

}

}

}

**Output**

Original double value: 1.23

Converted int value: 1

In the above example, we have created a double variable named numDouble. Notice the line,

// Explicit casting

int numInt = (int) numDouble;

Here, (int) is a **cast expression** that explicitly converts the double type to int type.

We can see the original value is **1.23** whereas the converted value is **1**. Here, some data is lost during the type conversion. This is because we are explicitly converting the larger data type double to a smaller type int.

**Note**: The explicit type conversion is also called type casting.

## C# Type Conversion using Parse()

In C#, we can also use the Parse() method to perform type conversion.

Generally, while performing type conversion between non-compatible types like int and string, we use Parse().

### Example: Type Conversion using Parse()

using System;

namespace Conversion {

class Program {

static void Main(string[] args) {

string n = "100";

// converting string to int type

int a = int.Parse(n);

Console.WriteLine("Original string value: "+n);

Console.WriteLine("Converted int value: "+a);

Console.ReadLine();

}

}

}

**Output**

Original string value: 100

Converted int value: 100

In the above example, we have converted a string type to an int type.

// converting string to int type

int a = int.Parse(n);

Here, the Parse() method converts the numeric string **100** to an integer value.

**Note**: We cannot use Parse() to convert a textual string like "test" to an int. For example,

String str = "test";

int a = int.Parse(str); // Error Code

## C# Type Conversion using Convert Class

In C#, we can use the Convert class to perform type conversion. The Convert class provides various methods to convert one type to another.

|  |  |
| --- | --- |
| **Method** | **Description** |
| ToBoolean() | converts a type to a Boolean value |
| ToChar() | converts a type to a char type |
| ToDouble() | converts a type to a double type |
| ToInt16() | converts a type to a 16-bit int type |
| ToString() | converts a type to a string |

Let us look at some examples:

### Example: Convert int to String and Double

using System;

using System;

namespace Conversion {

class Program {

static void Main(string[] args) {

// create int variable

int num = 100;

Console.WriteLine("int value: " + num);

// convert int to string

string str = Convert.ToString(num);

Console.WriteLine("string value: " + str);

// convert int to Double

Double doubleNum = Convert.ToDouble(num);

Console.WriteLine("Double value: " + doubleNum);

Console.ReadLine();

}

}

}

**Output**

int value: 100

string value: 100

Double value: 100

In the above example,

* **Convert.ToString(a)** - converts an int type num to string
* **Convert.ToDouble(a)** - converts num to the Double type

### Example: Convert string to Double and vice-versa

using System;

namespace Conversion {

class Program {

static void Main(string[] args) {

// create string variable

string str = "99.99";

Console.WriteLine("Original string value: " + str);

// convert string to double

Double newDouble = Convert.ToDouble(str);

Console.WriteLine("Converted Double value: " + newDouble);

// create double variable

double num = 88.9;

Console.WriteLine("Original double value: " + num);

// converting double to string

string newString = Convert.ToString(num);

Console.WriteLine("Converted string value: " + newString);

Console.ReadLine();

}

}

}

**Output**

Original string value: 99.99

Converted Double value: 99.99

Original double value: 88.9

Converted string value: 88.9

In the above example,

* **Convert.ToDouble(str)**- converts a string type str to Double
* **Convert.ToString(num)** - converts a double type num to the string

### Example 3: Convert int to Boolean

using System;

namespace Conversion {

class Program {

static void Main(string[] args) {

// create int variables

int num1 = 0;

int num2 = 1;

// convert int to Boolean

Boolean bool1 = Convert.ToBoolean(num1);

Boolean bool2 = Convert.ToBoolean(num2);

Console.WriteLine("Boolean value of 0 is: " + bool1);

Console.WriteLine("Boolean value of 1 is: " + bool2);

Console.ReadLine();

}

}

}

**Output**

Boolean value of 0 is: False

Boolean value of 1 is: True

In the above example, we have created two integer variables: num1 and num2 with values **0** and **1** respectively. Here,

* **Convert.ToBoolean(num1)** - converts **0** to a Boolean value False
* **Convert.ToBoolean(num2)** - converts **1** to a Boolean value True

**Note**: In C#, the integer value **0** is considered False and all other values are considered True.

Type conversion or Type Casting in C#

When the variable of one data type is changed to another data type is known as the **Type Casting**. According to our needs, we can change the type of data. At the time of the compilation, C# is a statically-typed i.e., after the declaration of the variable, we cannot declare it again. The value of the variable cannot be assigned to another type of variable unless we implicitly change the type of the variable.

Here we will take an example of the string data type. We cannot convert the string implicitly to the int. Therefore, if we declare the variable 'i' as an int, we cannot assign the string value "Hello" into it.

1. **int** z;
2. z = "hii"; // error CS0029:  we cannot implicitly convert string type' to 'integer' type

However, we can face a situation when there is a need to copy the value of one variable into another variable or method parameter of another type. For example, we have a variable integer, and we need to pass it to a method parameter whose type is **double**. Or the situation can be to assign the class variable to the variable of the type of interface. These types of operations are called **Type Conversion**.
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## In C#, we can perform a different kinds of conversions.

* **Implicit Conversion:** For the implicit conversion, there is not any need for the special syntax. This type of conversion is safe; in this conversion, there is not any loss of the data. Implicit conversions include the conversion of the small type to large integral types, and from the derived class to the base class conversion.
* **Explicit Conversion (Type Caste):** Explicit conversion will be done with the cast operator (). We will do the casting when there is the situation of the data loss, or when the conversion is not succeeded. There can be any other reason for the explicit conversion. The example of the casting is the conversion of the numeric type to the less precision or smaller range. Explicit Conversion also includes the conversion of the base-class instance to the derived class.
* **User-Defined Conversion:** We can do this conversion by defining the method. We can use the technique to enable the explicit-implicit conversion between the custom type, which does not have any relationship with the base-class or derived-class.

**Conversion with the helper class:** For the conversion of the non-compatible type like **integer** and **System.DateTime** objects or hexadecimal strings and byte arrays, we can use System.BitConversion class, System. Convert class and the Parse methods of the built-in numeric type like as int32 Parse.

**Implicit Conversion:** We can easily understand and use the implicit conversion. Here we are going to assign the integer to the double is known as the implicit conversion because we are haven't lost any data in this conversion.

To understand this conversion here, we are going to take an example.

1. Int value1=567;
2. Int value2=765;
3. Long sum;
4. sum=value1+value2

Here we have two variable integer type value1 and value2. We are going to do the sum of two integer type value and store result in the long variable. Here this will not show any error, and we do not lose any data. This type of conversion is known as implicit conversion.

### Example:

1. using System;
2. namespace ConsoleApp2
3. {
4. **class** SumProgramme
5. {
6. **static** **void** Main(string[] args)
7. {
8. **int** value1 = 567;
9. **int** value2 = 765;
10. **long** summation;
12. summation = value1 + value2;
14. Console.WriteLine("summation = " + summation);
16. Console.ReadLine();
17. }
18. }
19. }

**Output:**

![Type Casting in C#](data:image/png;base64,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)

### Explicit Conversion

We can do the explicit conversion by defining the method. Users will do the explicit conversion. Users will do the conversion as per their requirements. The compiler will do the execution as per our command.

Now we will do this conversion by applying the following code:

### Example:

1. using System;
2. using System.Collections.Generic;
3. using System. Linq;
4. using System. Text;
5. using System.Threading.Tasks;
7. namespace ConsoleApp2
8. {
9. **class** ProgramExplicit
10. {
11. **static** **void** Main(string[] args)
12. {
13. **double** db = 7896.45;
14. **int** xy;
16. // here we do the cast double to int.
17. xy = (**int**)db;
18. Console.WriteLine(xy);
19. Console.ReadKey();
20. }
21. }
22. }

**Output:**

![Type Casting in C#](data:image/png;base64,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)

### Conversion Operators

Conversion Operators have the following properties:

* Conversions declared as "implicit" will occur automatically when it is required.
* Conversions declared as "explicit" will require the cast to be called.
* All the conversions must be declared as positive.

Now we will take an example that follows the following code.

1. using System;
2. using System.Collections.Generic;
3. using System. Linq;
4. using System. Text;
5. using System.Threading.Tasks;
7. namespace UserDefinedConversion
8. {
9. **class** Program
10. {
12. **public** struct ImperialMeasurement
13. {
14. **public** **float** feet;
15. **public** ImperialMeasurement(**float** r)
16. {
17. **this**.feet = r;
18. }
19. **public** **static** explicit operator ImperialMeasurement(**int** m)
20. {
21. **float** ConversionResult = 3.28f \* m;
22. ImperialMeasurement temp = **new** ImperialMeasurement(ConversionResult);
23. **return** temp;
24. }
25. }
26. **static** **void** Main(string[] args)
27. {
28. Console.WriteLine("Please enter a whole number measurement in meters");
29. **int** nm = Convert.ToInt32(Console.ReadLine());
30. ImperialMeasurement im = (ImperialMeasurement)nm;
31. Console.WriteLine($"The measument of {nm} in meters is {im.feet} in feet ");
32. Console.ReadKey();
33. }
34. }

37. }

**Output:**
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